Case Study for MyFlix Full-Stack Project

OVERVIEW

MyFlix is a web application developed using
the MERN stack that provides users with
access to information about various movies,
directors, and genres. Users can create an
account, update their personal information,
and curate a list of their favorite movies.
This project was developed as part of a full-
stack web development course to
demonstrate mastery in both server-side
and client-side development using modern
JavaScript technologies.
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PURPOSE & CONTEXT

The MyFlix project was a comprehensive personal project during my web development course
at CareerFoundry. The goal was to create a full-stack application from scratch i.e. backend API
development to frontend user interface, to showcase my skills in full-stack JavaScript
development. This project highlights my proficiency in building server-side components and
dynamic client-side applications.

OBJECTIVE

The primary objective was to build a complete, functioning web application that allows users to
interact with a movie database. This included developing the server-side API using Node.js,
Express, and MongoDB, and the client-side application using React and Redux.




DURATION

The project spanned over two course achievements, with the backend development completed
first, followed by the frontend. The entire project took several months to complete, with
additional time allocated for learning and mastering new technologies.

APPROACH

Tools, Skills, and Methodologies

Technologies Used: Node.js, Express, MongoDB, Mongoose, React, Redux, Bootstrap.

Skills Applied: Full-stack development, REST API design, database management, state
management, responsive design.

Methodologies: Test-driven development (TDD).

Backend Development
Objective: Build the server-side component of the MyFlix application.

Steps:

1. API Development: Created a RESTful API using Node.js and Express to handle HTTP
requests.

2. Database Integration: Used MongoDB for the database, interfaced with Mongoose for
schema modeling.

3. Endpoints: Implemented CRUD operations using postman to manage movies, users,
and favorites.

Return a list of all movies.

Provide data about specific movies, genres, and directors.
Allow user registration, login, and profile management.
Manage users' favorite movies.

4. Security: Added user authentication and authorization using JWT.
5. Testing: Utilized Postman for endpoint testing to ensure the API's functionality.
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Challenges:

e Ensuring data validation and security compliance.
e Integrating multiple middleware modules for data parsing and logging.




Frontend Development
Objective: Develop the client-side interface for MyFlix using React.

Steps:

1. Ul Design: Built a single-page application (SPA) with React, ensuring responsive and
user-friendly design.
2. Views: Created several views including:

Main view for displaying all movies.

Single movie view for detailed information and adding to favorites.
Login and Signup views for user authentication.

Profile view for managing user information and favorite movies.

3. Routing: Implemented state routing to navigate between different views.
4. Styling: Used Bootstrap for consistent styling and layout.

MyFlix  Login  Signup

Username:

Password:

MyFlix e MyFlix  Movies Profle Logout

My Profile

Update profile information
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Challenges:
e Learning curve with React and Redux to achieve desired results.

e Ensuring smooth integration with the backend API for data fetching and state
updates.

RESULTS

The MyFlix project successfully demonstrates the integration of backend and frontend
technologies to create a cohesive web application. Users can seamlessly register, log in,
browse movies, and manage their favorites. The final application meets the initial objectives,
providing a robust platform for exploring movie information.

Reflections

e Challenges: The most challenging part was mastering React and Redux for the
client-side development.

e Successes: Successfully implemented a full-stack application from scratch, gaining
valuable insights into both server-side and client-side development.

e Future Improvements: Plan to enhance the UI/UX design further and optimize the
application for better performance.
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